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Abstract— In several applications, including in synthetic
biology, one often has input/output data on a system composed
of many modules, and although the modules’ input/output
functions and signals may be unknown, knowledge of the
composition architecture can allow to significantly reduce
the amount of training data required to learn the system’s
input/output mapping. Learning the modules’ input/output
functions is also necessary for designing new systems from dif-
ferent composition architectures. Here, we propose a modular
learning framework, which incorporates prior knowledge of the
system’s compositional structure to (a) identify the composing
modules’ input/output functions from the system’s input/output
data and (b) achieve this by using a reduced amount of data
compared to what would be required without knowledge of
the compositional structure. To achieve this, we introduce
the notion of modular identifiability, which allows to recover
modules’ input/output functions from a subset of system’s
input/output data, and provide theoretical guarantees on a
class of systems motivated by genetic circuits. We demonstrate
the theory on computational studies showing that a neural
network (NNET) that accounts for the compositional structure
can learn the composing modules’ input/output functions and
predict the system’s output on inputs outside of the training
set distribution. By reducing the need for experimental data
and allowing modules’ identification, this framework offers the
potential to ease the design of synthetic biological circuits and
of multi-module systems more generally.

I. INTRODUCTION

In synthetic biology, genetic circuits are commonly de-
signed in a modular fashion, with each genetic module
performing specific functions in isolation. However, when
these modules are composed together in the cell, their per-
formance can be significantly impacted by interactions with
other modules, due to loading effects and resource competi-
tion between the modules [1]–[7]. These inter-dependencies
complicate the characterization and prediction of a system’s
behavior. Researchers have been developing physics-based
models to help design larger systems while accounting for
or mitigating these context effects [3], [5], [8]–[12], as
well as software tools [13], [14] to model genetic circuits
with varying complexity of context descriptions. Yet, when
composing genetic modules within the cellular host, there
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remain interactions that are difficult to model through first
principles. Therefore, machine learning (ML) models, such
as (recurrent) neural networks (NNETs) have been proposed
to reduce the uncertainty of physics-based models of genetic
circuits [15], [16], in-line with Physics-Informed Neural
Networks (PINNs) approaches pioneered in [17].

These ML approaches applied to genetic circuit modeling,
however, require large amounts of data. Also, they focus on
identifying a mapping between the inputs and the outputs of
a system composed of many genetic modules. Hence, they
provide little information about the input/output mapping of
the individual genetic modules. This information, in turn,
would be useful for composing the modules in new arrange-
ments to achieve new designs. Additionally, accounting for
the composition architecture in an ML model may allow the
use of substantially less training data to achieve the same
predictive ability. Specifically, in the case of a system with
multiple inputs, one may be able to train the ML model by
activating one input at a time as opposed to requiring to
generate data for all combinations of the inputs. If possible,
this would simplify experiments and make data generation
faster and cheaper.

In this paper, using information on the compositional
structure, we propose a modular learning framework to iden-
tify the modules’ input/output functions from training data,
under certain assumptions on the model architecture. Specifi-
cally, we consider modules with unknown input/output func-
tion, whose outputs are then composed through a partially
known map, called composition map, which has a known
structure but unknown parameters. We investigate condi-
tions under which one can learn the modules’ input/output
functions from data of the output of the composition map,
called the global output, when the modules’ inputs are only
activated one at the time.

We demonstrate that, under modular identifiability con-
ditions, this is possible. We thus show that using a NNET
architecture that preserves the structure of the composition
map, we can learn the modules’ input/output functions and
predict the global output for arbitrary combinations of in-
puts when the training set only considers one input being
activated at the time. When using the same training data, a
“monolithic” NNET that does not leverage the structure of
the composition is unable to generalize the output prediction
on arbitrary input combinations.

Related Work. The idea of training ML models on
input/output data where inputs are turned on one at the time
to then predict the output on a combination of inputs has
been applied before in different synthetic biology settings,
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with promising results [18], [19]. However, these works did
not provide conditions under which this is possible, which
is one of the contributions of this paper.

In the context of networked dynamical systems, a related
problem is to estimate local subsystem dynamics when the
network topology is known. Under the assumptions that all
the subsystems’ output signals are linearly summed and some
internal signals are directly measurable, the identifiability of
the subsystems’ LTI transfer functions have been addressed
in [20], [21]. In the static case, closer to our problem
formulation, identifiability conditions have been provided
for subsystems’ input/output nonlinear functions under the
assumption that these are linearly composed [22], [23]. In
our paper, instead, motivated by the composition architecture
found in genetic circuits, we consider nonlinear composition
of static nonlinear functions.

II. PROBLEM FORMULATION

A. General System Formulation

Consider a system Σ composed of n subsystems or
modules. Each module is described by an unknown scalar
input/output function yi = fi(ui), where ui ∈ R denotes
the input to the ith module. The global measured output
Y ∈ Rn is given by a function G : Rn → Rm, according
to Y = G(y1, y2, . . . , yn, θ), in which θ ∈ Rp is a parameter
vector. We call this function the “composition map”. The
system structure is illustrated in Fig. 1.

Fig. 1. Illustration of the system Σ. The system consists of n modules,
each defined by yi = fi(ui) for i ∈ {1, . . . , n}, whose outputs are fed
into a composition map G.

In this paper, we will consider the problem of identifying
the functions fi, i ∈ {1, ..., n}, and parameter θ from mea-
surements of u = (u1, . . . , un) ∈ Rn and Y . Specifically,
we are interested in solving this problem when the inputs
ui are varied one at the time. To this end, let ai < bi be
real numbers, Ui = [ai, bi] ⊂ R, and u∗

i ∈ Ui. Define the
uni-modular input set U ⊂ Rn as

U :=

n⋃
i=1

Ui, (1)

where

Ui :=
{
u ∈ Rn|ui ∈ Ui, uj = u∗

j , ∀ j ̸= i
}
. (2)

Then, we ask when it is possible to identify the functions fi
for all i ∈ {1, ..., n} from measurements of the output Y of
system Σ for u ∈ U .

Definition 1: The system Σ is said to be modularly iden-
tifiable on the uni-modular input set U if all functions
fi(ui) and parameters θ can be uniquely recovered from the
measured output Y , that is:

G(f̂1(u1), . . . , f̂n(un), θ̂) = G(f1(u1), . . . , fn(un), θ),

∀ u ∈ U
=⇒

f̂i(ui) = fi(ui), ∀ui ∈ Ui, i ∈ {1, 2, . . . , n}, and θ̂ = θ.
(3)

III. CASE OF A SINGLE MODULE

We first consider the case of a single module, i.e., n = 1,
and one unknown parameter, θ ∈ R. Here, we consider the
following model for the output Y :

Y = G(f(u), θ) =
θ · f(u)
1 + f(u)

. (4)

Without loss of generality, we let ai = 0 and bi = 1, such
that U = U = [0, 1].

A. Motivation: Regulation of a Gene Expression Module

In this section, we illustrate how the form (4) emerges
from the regulation of gene expression. The process of gene
expression produces protein from DNA through two steps.
In a first step, transcription transforms a DNA sequence into
a messenger RNA (mRNA) sequence, and in a second step,
translation transforms this mRNA sequence into a sequence
of amino acids that then folds into a protein [24]. A protein,
in turn, can be a transcriptional regulator, activating or
repressing the transcription of other genes. These regulators,
called transcription factors, can be regarded as the inputs to a
gene expression module (Fig. 2). Each such module, can be
described by a set of chemical reactions as follows (Chapter
2 of [24]). The process of transcription can be described by

Transcription: DNA
f̄ (u)−−→ mRNA + DNA,

in which f̄(u) is a regulatory function called Hill function
[24], which is increasing with u for an activator or decreasing
with u for a repressor. Translation requires a cellular resource
called the ribosome (Ribo), which is shared with the cellular
translation processes, and can be written as:

Translation: mRNA + Ribo
ā−−⇀↽−−
d̄

Ribo:mRNA

Ribo:mRNA k0−−→ Y + Ribo + mRNA,

in which Y is the protein output of the gene expression
module. Protein and mRNA then decay:

Y
γ−−→ ∅, mRNA δ−−→ ∅.

We lump the rest of the cell mRNA into a single species
mRNAcell which is produced from DNAcell at a constant rate



Fig. 2. Regulation of a single gene expression module.

A′
0, and free ribosomes reversibly bind with mRNAcell to

produce protein Ycell, as done elsewhere [9], [24]:

DNAcell
A

′
0−−→ mRNAcell + DNAcell

mRNAcell + Ribo
a′−−⇀↽−−
d′

Ribo:mRNAcell

Ribo:mRNAcell
k′
0−−→ Ycell + Ribo + mRNAcell

Ycell
γ′

−−→ ∅, mRNAcell
δ′−−→ ∅.

The Reaction Rate Equations (RREs) corresponding to these
chemical reactions can be written using the law of mass
action [24] as follows:

dY

dt
= k0 · [Ribo:mRNA]− γ · Y

d[mRNA]

dt
= f̄(u) · [DNA]

− ā · [mRNA] · [Ribo] + d̄ · [Ribo:mRNA]

+ k0 · [Ribo:mRNA]− δ · [mRNA]

d[Ribo:mRNA]

dt
= ā · [mRNA] · [Ribo]

− d̄ · [Ribo:mRNA]− k0 · [Ribo:mRNA].

Similarly, in the rest of the cell, we have the RREs as follow:

dYcell

dt
= k′0 · [Ribo:mRNAcell]− γ′ · Ycell

d[mRNAcell]

dt
= A′

0 · [DNAcell]

− a′ · [mRNAcell] · [Ribo] + d′ · [Ribo:mRNAcell]

+ k′0 · [Ribo:mRNAcell]− δ′ · [mRNAcell]

d[Ribo:mRNAcell]

dt
= a′ · [mRNAcell] · [Ribo]

− d′ · [Ribo:mRNAcell]− k′0 · [Ribo:mRNAcell].

Let RT be the total concentration of ribosome, then we have
the conservation law:

RT = [Ribo] + [Ribo:mRNA] + [Ribo:mRNAcell].

The binding and unbinding reactions are much faster than
the catalytic reactions and gene expression, i.e., RT · ā, d̄ ≫
k0, γ, δ, f̄(u) and RT ·a′, d′ ≫ k′0, γ

′, δ′, A′
0 [24]. Therefore,

we can use the Quasi-Steady-State Approximation (QSSA)
to set

d[Ribo:mRNA]

dt
= 0 and

d[Ribo:mRNAcell]

dt
= 0.

Therefore, we have

[Ribo:mRNA] =
[mRNA]

K
· [Ribo], K =

d̄+ k0
ā

,

[Ribo:mRNAcell] =
[mRNAcell]

K ′ · [Ribo], K ′ =
d′ + k′0

a′
.

Solving for the free ribosome using the conservation law for
ribosome, we have that

[Ribo] =
RT

1 + [mRNAcell]
K′ + [mRNA]

K

.

Then, we arrive at simplified differential equations for dY
dt ,

d[mRNA]
dt , and d[mRNAcell]

dt :

dY

dt
= k0 ·

[mRNA]

K
· RT

1 + [mRNAcell]
K′ + [mRNA]

K

− γ · Y

d[mRNA]

dt
= f̄(u) · [DNA]− δ · [mRNA]

d[mRNAcell]

dt
= A′

0 · [DNAcell]− δ′ · [mRNAcell],

which is consistent with standard models [5]. At the unique
equilibrium of the system, the Jacobian matrix is upper
triangular with negative diagonal entries. Consequently, all
eigenvalues are negative and the equilibrium is locally ex-
ponentially stable. Since we are interested in the steady
state input/output mapping of the system, we then set the
derivatives to zero to obtain the equilibrium and hence the
global input/output function:

Y =

k0·[DNA]·RT

γ·δ·K · f̄(u)

1 +
A′

0·[DNAcell]
δ′·K′ + [DNA]

δ·K · f̄(u)
.

Dividing both the numerator and denominator by (1 +
A′

0·[DNAcell]
δ′·K′ ), the protein expression level of a single tran-

scriptional regulation module can be written as:

Y =
θ · f(u)
1 + f(u)

,

in which θ = k0·RT

γ and f(u) = [DNA]
δ·K /(1+

A′
0·[DNAcell]
δ′·K′ )·f̄(u).

This coincides with (4).

B. Modular Identifiability when θ = 1

Here, we assume θ = 1. Let f, f̂ : C([0, 1]) → R, and
f(u), f̂(u) ≥ 0 for u ∈ [0, 1], where f̂(u) is used to
approximate f(u). Let

G(f(u)) =
f(u)

1 + f(u)
.



Proposition 1: The model is modularly identifiable, that
is:

G(f(u)) = G(f̂(u)),∀u ∈ [0, 1]

=⇒ f(u) = f̂(u),∀u ∈ [0, 1].
Proof: Since the function G(s) = s

1+s is strictly
increasing for s ≥ 0, it is injective on its domain R+. By
assumption, f(u), f̂(u) are positive for all u ∈ [0, 1]. Thus,
if G(f(u)) = G(f̂(u)) for all u ∈ [0, 1], f(u) = f̂(u) for
all u ∈ [0, 1].

Proposition 2: For any ϵ > 0, there exists a δ > 0, such
that∣∣∣G(f(u))−G(f̂(u))

∣∣∣ < δ

=⇒
∣∣∣f(u)− f̂(u)

∣∣∣ < ϵ, for u ∈ [0, 1].

Proof: Since G(s), f(u), and f̂(u) are continuous, the
sets G(f([0, 1])) and G(f̂([0, 1])) are compact. Hence, their
union K := G(f([0, 1])) ∪G(f̂([0, 1])) is a compact subset
of [0, 1). Additionally, as G(s) is injective, it has an inverse,
given by

G−1(y) =
y

1− y
, y ∈ K.

On the compact set K, the derivative

(G−1)′(y) =
1

(1− y)2

is continuous and thus bounded. This implies that G−1 is
Lipschitz on K with Lipschitz constant L > 0. We thus
have that∣∣∣f(u)− f̂(u)

∣∣∣ = ∣∣∣G−1(G(f(u)))−G−1(G(f̂(u)))
∣∣∣

≤ L
∣∣∣G(f(u))−G(f̂(u))

∣∣∣ .
Thus, given any ϵ > 0, by picking δ = ϵ

L , we prove the
statement.

Proposition 2 implies that if G(f(u)) can be estimated
with sufficiently high accuracy, then f(u) will likewise be
estimated with comparable accuracy. We will illustrate this
point in the next section with an example.

C. Example

Here, we assume to have input/output data (u, Y ) for Y =
G(f(u)) and u ∈ [0, 1] as training set, and use a ML model
given by:

G(f̂(u)) =
f̂(u)

1 + f̂(u)
,

in which f̂(u) is a NNET. According to Proposition 2, if we
make the error |G(f̂(u)) − G(f(u))| sufficiently small, we
should also be making the error |f̂(u) − f(u)| sufficiently
small. As an example, we let

f(u) =
0.797 ·

(
u

0.494

)4
1 +

(
u

0.494

)4 + 0.443.

Fig. 3. Define EG := maxk |G(f̂(uk))−G(f(uk))|/maxk G(f(uk))
and Ef := maxk |f̂(uk) − f(uk)|/maxk f(uk), in which uk are the
elements of the training set. (a) The plot shows the error convergence
over 1000 epochs. The training dataset comprises 100 input/output pairs
(uk, Yk), where inputs uk is uniformly sampled from the interval [0, 1].
We choose f̂(u) as a fully connected feedforward NNET with four
hidden layers, each containing 20 ReLU-activated neurons, and initialize
its weights using Kaiming initialization [25]. The NNET f̂(u) is trained
using the Adam optimizer with a learning rate of 0.1 and full-batch
gradient descent, with the cost function given by the mean square error
1

100

∑100
k=1 |G(f̂(uk))−G(f(uk))|2. (b) The plot shows the comparison

between the trained f̂(u) and true f(u) at the final (1000th) epoch.

As shown in Fig. 3(a), |f̂(u) − f(u)| converges to 0, as
|G(f̂(u))−G(f(u))| converges to 0, which verifies Propo-
sition 2. Fig. 3(b) shows trained f̂(u) against the true f(u)
at the end epoch.

D. Modular Identifiability for Unknown θ

If θ is unknown, then we have an additional parameter to
identify. In this case, a similar result as that in Section III-
B can be obtained by restricting f(u) and f̂(u) to be
polynomials with given degree. Consequently, the system is
modularly identifiable over the class of polynomial functions,
which provides a sufficient condition for identifiability. When
f(u), f̂(u) are, for instance, rational functions, we are not
able to identify θ and f(u). As a example, suppose that θ = 5
and f(u) is a Hill function:

f(u) =
u

1 + u
,

then any θ̂ ̸= θ and f̂(u) =
θ
θ̂
·f(u)

1+ θ̂−θ
θ ·f(u)

will give

G(f̂(u), θ̂) = G(f(u), θ) but f̂(u) ̸= f(u).

IV. CASE OF MULTIPLE MODULES

Without loss of generality, we consider two modules to
simplify notation, that is, n = 2. The case of n > 2 modules
can be treated similarly. Let

U1 = {u ∈ R2 | u1 ∈ [0, 1], u2 = 1},
U2 = {u ∈ R2 | u1 = 1, u2 ∈ [0, 1]},

U = U1 ∪ U2.

The measured output Y can be expressed as:

Y = G(f1(u1), f2(u2), θ) =

[
G1(f1(u1), f2(u2), θ)
G2(f1(u1), f2(u2), θ)

]
, (5)



Fig. 4. Illustration showing two transcriptional regulation modules that
share ribosomes.

with θ = (θ1, θ2) ∈ R2 and

Gi(f1(u1), f2(u2), θ) =
θi · fi(ui)

1 + f1(u1) + f2(u2)
, i ∈ {1, 2}.

(6)
We make the following assumptions in the rest of the paper.

Assumption 1: Let f1, f2 : [0, 1] → R be non-constant
continuous functions such that f1(1) ̸= 0 and f2(1) ̸= 0.
Furthermore, suppose θ ∈ Θ, where Θ ⊂ R2 is compact.

A. Motivation: Regulation of Two Gene Expression Modules

In this case, we consider two transcriptional modules that
are coupled due to competition for a shared cellular resource,
the ribosome, illustrated in Fig. 4. The introduction of the
second module gives rise to an additional regulatory function
f̄2(u2). Similar derivations to those in Section III-A, in
which we treat the mRNA of the second module analogously
to the mRNA of the first module and use f̄2(u2) instead of
f̄(u), yield Y in the form of (5)-(6).

B. Modular Identifiability

In this section, we give the main result of the paper,
conditions that ensure we can estimate the functions fi(ui),
i ∈ {1, 2}, from measurements of Y on the input set U which
varies the input for one module at the time.

Theorem 1: The model in (5)-(6) is modularly identifi-
able, that is:

Gi(f̂1(u1), f̂2(u2), θ̂) = Gi(f1(u1), f2(u2), θ),

∀u ∈ U , ∀ i ∈ {1, 2}
=⇒

f̂i(ui) = fi(ui) and θ̂i = θi, ∀ i ∈ {1, 2}, ∀ui ∈ [0, 1].
Proof: Define the following constants:

A1 = f1(1), Â1 = f̂1(1), A2 = f2(1), Â2 = f̂2(1).

Also, define the following functions:
G1(f1(u1), f2(u2), θ) for (u1, u2) ∈ U1 as:

G11(u1) =
θ1 · f1(u1)

1 + f1(u1) +A2
, u1 ∈ [0, 1]

G2(f1(u1), f2(u2), θ) for (u1, u2) ∈ U1 as:

G21(u1) =
θ2 ·A2

1 + f1(u1) +A2
, u1 ∈ [0, 1]

G1(f1(u1), f2(u2), θ) for (u1, u2) ∈ U2 as:

G12(u2) =
θ1 ·A1

1 +A1 + f2(u2)
, u2 ∈ [0, 1]

G2(f1(u1), f2(u2), θ) for (u1, u2) ∈ U2 as:

G22(u2) =
θ2 · f2(u2)

1 +A1 + f2(u2)
, u2 ∈ [0, 1].

Let Ĝij(uj) for i, j ∈ {1, 2} be defined as Gij(uj) by
replacing θi with θ̂i, Ai with Âi, and fj(uj) with f̂j(uj).
We then have

G11(u1)− Ĝ11(u1) = 0 =⇒
θ1 · f1(u1) · (1 + Â2)− θ̂1 · f̂1(u1) · (1 +A2)+

(θ1 − θ̂1) · f1(u1) · f̂1(u1) = 0, (7)

and

G21(u1)− Ĝ21(u1) = 0 =⇒
θ2 ·A2 · (1 + f̂1(u1))− θ̂2 · Â2 · (1 + f1(u1))+

(θ2 − θ̂2) ·A2 · Â2 = 0. (8)

From (7) and (8), we can obtain two expressions for f̂(u1).
Then, by equating these two expressions and rearranging the
terms, we obtain

α · f1(u1)
2 + β · f1(u1) + γ = 0, (9)

where

α = θ̂2Â2
θ2A2

(θ1 − θ̂1),

β = (θ1 − θ̂1)
θ̂2Â2
θ2A2

+ θ1(1 + Â2)

− θ̂1(1 +A2)
θ̂2Â2
θ2A2

− (θ1 − θ̂1)
(

θ2−θ̂2
θ2

Â2 + 1
)
,

γ = −θ̂1(1 +A2)
θ̂2Â2
θ2A2

+ θ̂1(1 +A2)
(

θ2−θ̂2
θ2

Â2 + 1
)
.

Since f1(u1) is continuous and not a constant, its image
f1([0, 1]), by the Intermediate Value Theorem, is an interval
in R. Therefore, the left-hand side of (9) is a polynomial in
f1(u1) that vanishes on a subset of R that has infinitely many
limit points. Then, using the Polynomial Identity Theorem
[26], we have that all the coefficients of f1(u1)

2, f1(u1),
and f1(u1)

0 must be 0. Then, setting α = 0 gives θ̂1 = θ1.
Using the same argument for G12(u2) and G22(u2), we can
obtain that θ̂2 = θ2. Setting β = 0 and γ = 0 with θ̂1 = θ1
and θ̂2 = θ2, we then have

(1 + Â2)− (1 +A2) ·
Â2

A2
= 0 =⇒ Â2 = A2.

Thus, it follows from (8) that f̂1(u1) = f1(u1) for all
u1 ∈ [0, 1]. Again, applying this argument to G12(u2) and
G22(u2), we obtain f̂2(u2) = f2(u2) for all u2 ∈ [0, 1].

In the next theorem, we show that if the approximating
functions G1(f̂1(u1), f̂2(u2), θ̂) and G2(f̂1(u1), f̂2(u2), θ̂)
are arbitrarily close to the true functions on the input set
U , then f̂1(u1), f̂2(u2) will be close to f1(u1), f2(u2).



Theorem 2: For any ϵ > 0, there exists a δ > 0, such that
if ∣∣∣Gi(f̂1(u1), f̂2(u2), θ̂)−Gi(f1(u1), f2(u2), θ)

∣∣∣ < δ,

∀ i ∈ {1, 2}, ∀ u ∈ U ,

then∣∣∣f̂i(ui)− fi(ui)
∣∣∣ < ϵ and

∣∣∣θ̂i − θi

∣∣∣ < ϵ,

∀ i ∈ {1, 2},∀ui ∈ Ui.
Proof: Let (u1

i , u
2
i ) ∈ [0, 1]2 for i ∈ {1, 2}. Let

x = (f1(u
1
1), f1(u

2
1), f1(1), f2(u

1
2), f2(u

2
2), f2(1), θ1, θ2) ∈

R8. When u1
i , u

2
i range in [0, 1] and θ1, θ2 range in Θ, from

Assumption 1, x ∈ X with X a compact subset of R8. Define
the map F : X → R8 by F(x) = y, where

y =



θ1f1(u
1
1)

1 + f1(u1
1) + f2(1)

θ2f2(1)

1 + f1(u1
1) + f2(1)

θ1f1(1)

1 + f1(1) + f2(u1
2)

θ2f2(u
1
2)

1 + f1(1) + f2(u1
2)

θ1f1(u
2
1)

1 + f1(u2
1) + f2(1)

θ2f2(1)

1 + f1(u2
1) + f2(1)

θ1f1(1)

1 + f1(1) + f2(u2
2)

θ2f2(u
2
2)

1 + f1(1) + f2(u2
2)



.

Let Y = F(X ) be the image of X . Since F is continuous
and X is compact, Y is compact. It can be shown that F is
injective (see Lemma 1 in Appendix), and hence F : X → Y
is a bijection. Thus, by Theorem 26.6 in [27], F : X → Y is
a homeomorphism, that is, F−1 is continuous on Y . Since
Y is a compact set, F−1 : Y → X is uniformly continuous
on Y (Theorem 27.6 in [27]). This implies that for all ϵ > 0,
there exists δ > 0, independent of y1, y2 ∈ Y , such that∥∥y1 − y2

∥∥ < δ =⇒
∥∥x1 − x2

∥∥ < ϵ,

with x1 = F−1(y1) and x2 = F−1(y2).
Hence, for all ϵ > 0, there exists δ > 0, such that if

|Gi(f̂1(u1), f̂2(u2), θ̂) − Gi(f1(u1), f2(u2), θ)| < δ for all
u ∈ U and i ∈ {1, 2}, then for all i ∈ {1, 2} and for all ui ∈
[0, 1], we have that |f̂i(ui) − fi(ui)| < ϵ and |θ̂i − θi| < ϵ.

C. Computational Study

Here, we demonstrate that, by virtue of Theorem 1 and
2, we can learn the subsystems’ functions f1, f2 and the
parameters θ1, θ2 from measurements of the global output
Y on the input set U . In particular, we define the following

functions and parameters. Let f1(u1) be an activating Hill
function and f2(u2) be a repressing Hill function.

f1(u1) =
0.326 ·

(
u1

0.952

)4

1 +
(

u1

0.952

)4 + 0.176,

f2(u2) =
0.261

1 +
(

u2

0.415

)2 + 0.192,

θ1 = 0.703, θ2 = 0.204.

As our ML model, we take f̂1, f̂2 as NNETs and θ̂1, θ̂2
as learnable parameters. Our training dataset consists of
200 pairs (uk, Yk) with uk ∈ U = U1 ∪ U2. The first
100 inputs are of the form (ū1, 1), where ū1 is uniformly
sampled from [0, 1]. Similarly, the second 100 inputs are of
the form (1, ū2), where ū2 is uniformly sampled from [0, 1].
We optimize the following cost function:

1

200

200∑
k=1

∣∣∣G1(f̂(u1k), f̂(u2k), θ̂)−G1(f(u1k), f(u2k), θ)
∣∣∣2

+
∣∣∣G2(f̂(u1k), f̂(u2k), θ̂)−G2(f(u1k), f(u2k), θ)

∣∣∣2 .
(10)

Here, f̂1(u1), f̂2(u2) are chosen as fully connected feedfor-
ward NNETs with four hidden layers, each containing 20
ReLU-activated neurons. The weights of f̂1(u1), f̂2(u2) are
initialized using Kaiming initialization [25], and θ̂1, θ̂2 are
initialized as 3. Training is performed using the Adam op-
timizer with a learning rate of 0.005 and full-batch gradient
descent.

As shown in Fig. 5(a)-(c), for i ∈ {1, 2}, |f̂i(ui)−fi(ui)|
and |θ̂i − θi| converge to 0, as |Gi(f̂1(u1), f̂2(u2), θ̂) −
Gi(f1(u1), f2(u2), θ)|, i ∈ {1, 2}, converge to 0, which
verifies Theorem 2. The comparison between the learned
model f̂1(u1), f̂2(u2) and the true functions f1(u1), f2(u2)
at the final epoch is shown in Fig. 5(d).

Prediction of system’s output on out-of-distribution
test data. Because the estimated modules’ functions and
parameter θ are very close to the true entities, we expect that
our learned model, trained on the input set U in which one
input only is varied at the time, should predict well the output
from arbitrary input combinations. These input combinations
form test data that lie outside the distribution of the training
data. We therefore evaluate the learned model prediction on
this out-of-distribution test data against the predictions of
a monolithic NNET trained on the same input set U . This
is shown in Fig 6. The monolithic ML model is taken to
be a fully connected feedforward NNET with two inputs,
two outputs, and four hidden layers of 50 ReLU-activated
neurons each, with the weights initialized using Kaiming
initialization. We used the Adam optimizer with a learning
rate of 0.001 to minimize the same error in (10), training the
model for 8,000 epochs until the training error converged.

From these plots, we see that while the modular learning
model generalizes well on the entire input set, the monolithic
approach does not generalize well for arbitrary combinations



Fig. 5. Error convergence over 84,000 epochs for the case of two modules.
Define the following errors: EGi := maxk |Gi(f̂1(u1k ), f̂2(u2k ), θ̂) −
Gi(f1(u1k ), f2(u2k ), θ)|/maxk Gi(f1(u1k ), f2(u2k ), θ), Efi :=

maxk |f̂i(uik ) − fi(uik )|/maxk fi(uik ), and Eθi := |θ̂i − θi|/θi, for
i = {1, 2}. (a) The plot shows the convergence of EG1 and EG2. (b)
The plot shows the convergence of Ef1 and Ef2. (c) The plot shows
the convergence of Eθ1 and Eθ2. (d) The plot shows the comparison
between the true functions f1(u1), f2(u2) and their learned counterparts
f̂1(u1), f̂2(u2) at the final (84,000th) epoch. Also, at the final epoch, the
learned parameters θ̂1 = 0.70325, θ̂2 = 0.20361 vs. the true parameters
θ1 = 0.70340, θ2 = 0.20357.

of inputs, but only for those input combinations that belong
to the distribution of the training set.

V. CONCLUSION

In this paper, we introduced a modular ML framework,
which leverages prior knowledge of the composition struc-
ture of a system to learn the input/output functions of the
composing modules from input/output data of the system.
We have also demonstrated how, by learning the modules,
the modular ML model can generalize on out-of-distribution
data, whereas a monolithic ML model fails to do so.

As a running example, we considered a system architecture
that emerges when composing genetic circuit modules in the
cell, which share resources. In this setup, we have considered
an example involving several input/output genetic modules
operating in the cell and competing for ribosomes. We have
demonstrated that it is sufficient to activate one module at
the time to enable predictions on arbitrary combinations of
modules’ input. From a practical point of view, this allows
to dramatically reduce the data requirement for enabling
prediction of the behavior of many modules operating to-
gether in the cell while accounting for the effects of context-
dependence [1]–[7]. In future work, we seek to extend these
ML models to capture more context effects beyond resource
sharing and to use these for system design.

Our work, at present, idealizes perfect measurement of
global input/output data. In real experimental settings, how-
ever, measurements can be noisy, which may cause the

Fig. 6. We use the same simulation setup as in Fig 5 to com-
pare the generalization ability of our modular learning approach and
a monolithic learning approach. The modular learning model is the
same as in Fig 5. Let Modular-model denote the trained modular
learning model and Mono-model be the trained monolithic learning
model. For M ∈ {Modular-model,Mono-model} and i ∈ {1, 2} ,
the point-wise error is defined as EM

Gi
(u1, u2) := |M(u1, u2)i −

Gi(f1(u1), f2(u2), θ)|/Gi(f1(u1), f2(u2), θ). The loss surfaces are gen-
erated from 10,000 test grid points uniformly sampled over [0, 1]2.

learned functions and parameters to deviate from their true
values. As a direction for future work, it would be interesting
to investigate how the modular learning approach performs
when applied to such real-world data. In addition, while
this paper focuses on the steady-state input/output mapping,
extending the framework to a dynamical systems setting
could provide deeper insights into the system’s behavior over
time-series input/output data.

APPENDIX

Lemma 1: Assume f1(u
1
1) ̸= f1(u

2
1), f2(u

1
2) ̸= f2(u

2
2)

and θ1, θ2 ̸= 0. Define, for j, k ∈ {1, 2},

Gj
11 :=

θ1 f1(u
j
1)

1 + f1(u
j
1) + f2(1)

, Gj
21 :=

θ2 f2(1)

1 + f1(u
j
1) + f2(1)

,

Gk
12 :=

θ1 f1(1)

1 + f1(1) + f2(uk
2)

, Gk
22 :=

θ2 f2(u
k
2)

1 + f1(1) + f2(uk
2)

.

Consider the map

F :
(
f1(u

1
1), f1(u

2
1), f1(1), f2(u

1
2), f2(u

2
2), f2(1), θ1, θ2

)
→

(
G1

11, G
1
21, G

1
12, G

1
22, G

2
11, G

2
21, G

2
12, G

2
22

)
.

Then, F is injective.
Proof: For j, k ∈ {1, 2} we obtain the ratios

Gj
11

Gj
21

=
θ1
θ2

f1(u
j
1)

f2(1)
,

Gk
22

Gk
12

=
θ2
θ1

f2(u
k
2)

f1(1)
. (11)



We also compute

θ2

Gj
21

=
1

f2(1)
+ 1 +

f1(u
j
1)

f2(1)
=

1

f2(1)
+ 1 +

θ2
θ1

Gj
11

Gj
21

, (12)

and

θ1
Gk

12

=
1

f1(1)
+ 1 +

f2(u
k
2)

f1(1)
=

1

f1(1)
+ 1 +

θ1
θ2

Gk
22

Gk
12

. (13)

First, we recover θ1. Subtracting (12) for j = 1 and j = 2
and dividing by θ2 on both sides, we get

θ1 =

G1
11

G1
21

− G2
11

G2
21

1
G1

21
− 1

G2
21

.

Similarly, we obtain θ2 through (13). Then, with θ1, θ2
both known, we can use (12) and (13) to solve for
f2(1), f1(1). Finally, from the ratios in (11) we can derive
f1(u

1
1), f1(u

2
1), f2(u

1
2), f2(u

2
2).
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